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$$
c:[0,1] \rightarrow \mathrm{sRGBA}
$$

that maps the interval $[0,1]$ to colors with transparency
Defined by a list of $n$ stops

$$
\left(t_{i}, c_{i}\right) \in[0,1] \times \mathrm{sRGBA}, \quad \text { with } \quad i \in\{1, \ldots, n\}, \quad t_{i}<t_{i+1}
$$

$c(t)$ is linear by parts

$$
c(t)=\frac{\left(t_{i+1}-t\right) c_{i}+\left(t-t_{i}\right) c_{i+1}}{t_{i+1}-t_{i}}, \quad t_{i} \leq t<t_{i+1}
$$
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## WRAPPING FUNCTION (OR SPREAD METHOD)

A wrapping function s

$$
s: R \rightarrow[0,1]
$$

maps a real number to the domain of the color ramp
E.g., pad (or clamp), repeat (or wrap), and reflect (or mirror)

$$
\begin{aligned}
\operatorname{pad}(t) & =\min (1, \max (0, t)) \\
\operatorname{repeat}(t) & =t-\lfloor t\rfloor \\
\operatorname{reflect}(t) & =2\left|\frac{1}{2} t-\left\lfloor\frac{1}{2} t+\frac{1}{2}\right\rfloor\right|
\end{aligned}
$$
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It computes the normalized projected length of $p-p_{1}$ into $p_{2}-p_{1}$

$$
\ell(p)=\frac{\left\langle p-p_{1}, p_{2}-p_{1}\right\rangle}{\left\langle p_{2}-p_{1}, p_{2}-p_{1}\right\rangle}
$$
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## RadIAL GRADIENT MAPPING

A radial gradient mapping is a function $r$

$$
r: \mathrm{R}^{2} \rightarrow \mathrm{R}
$$

parametrized by a center $c$, a radius $r$, and a focal point $f$


It computes the length ratio of from point $p$ to $f$ and $q$ to $f$

$$
r(p)=\frac{\|p-f\|}{\|q-f\|}
$$

where $q$ is the intersection between the ray from focal point $f$ to point $p$ and the circle centered at $c$ with radius $r$
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## PAINT TRANSFORMS

Every shape includes a transformation $T_{0}$ that maps it from object coordinates (where the object is defined) to scene coordinates (where the object is placed on a scene)

Similarly, every paint includes a transformation $T_{p}$ that maps points from paint coordinates (where the color is computed) to scene coordinates (where the color is painted)

If you want to apply a transformation $T$ to a shape and want its paint to move with it, simply compose

$$
\begin{aligned}
& T_{o}^{\prime}=T \circ T_{0} \\
& T_{p}^{\prime}=T \circ T_{p}
\end{aligned}
$$
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## Evaluating gradient paints

How to efficiently evaluate a ramp

- Linear search, binary search, uniform sampling


## Evaluating gradient paints

How to efficiently evaluate a ramp

- Linear search, binary search, uniform sampling

How to efficiently evaluate linear and radial mappings?

- How many parameters are really needed?

Gradients in PostScript and PDF
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